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Dynamic taint tracking [1] is a popular program analysis technique that tracks sensitive data 
as it flows through an executing program by marking it as tainted. Taint tracking is 
commonly used to prevent attackers from exploiting program vulnerabilities by injecting 
malicious inputs and to prevent sensitive information from leaking to untrusted third 
parties. One way of implementing taint tracking is to extend a runtime environment for the 
targeted programming language. For example, when a program receives a string value over 
the network from an untrusted source, the runtime may store this string value using a 
"tainted string" data type. This runtime could then be hardened against code injection 
attacks by not executing code stored in such a tainted string.

Graal.js is a high-performance JavaScript runtime that is part of GraalVM [2]. Its source code 
is open source [3]. GraalVM also contains a node.js implementation that is based on Graal.js.

The main goal of this project is to extend Graal.js with support for attaching taint 
information to String values on a per character basis. A builtin object should provide a 
method to add taint information to a range of characters in a String value as well as 
methods to retrieve or remove taint information from a range of characters in a tainted 
String value. The presence of taint information should not affect program semantics.  To this
end, tainted String values should support the same operations as String values without taint 
information. If an operation copies characters from one String value to create another, then 
any taint information these characters had in the original String value should also be applied
to the copies in the new String value.

The implementation should be rigorously tested with regards to correctness of taint 
propagation and non-interference with program semantics. Correctness of taint propagation
may be tested using manually implemented tests for each supported operation. Non-
interference may be tested using Graal.js’ existing test suite. To this end, the runtime needs 
to be extended with a new mode in which all String values are created as tainted String 
values. Running Graal.js’ existing tests in that mode would then reveal cases in which the 
presence of taint information leads to a wrong result, i.e., the taint
information interferes with correct program execution.

Lastly, the capability of the taint tracking support should be
demonstrated at the hand of an example application. Ideally one of the
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applications described by Chin et al. [1] can be implemented in a real-world application, but 
the base application may also be manually implemented.

The concrete goals of the thesis are as follows:
• Implement a new data type for tainted String values in Graal.js. In addition to the 

character sequence, this new data type must also be able to store an arbitrary object 
as taint information for any part of that sequence.

• Support the new data type in every operation that supports regular String values. This
includes, e.g., String concatenation with ‘+’, but also builtin String functions.

• Implement builtin functions to access taint information:
◦ Add an arbitrary taint label to a range of characters in a provided String.
◦ Get the taint information of a particular character index in a provided String.
◦ Remove taint information from a range of characters in a provided String.

• Implement tests for taint propagation.
• Use Graal.js’ existing tests to show that taint information does not affect program 

results or output.
• Show the capability of the implemented taint tracking support using a suitable demo 

application.

Optional goals for this thesis are as follows:
• Optimize the implementation of tainted String values for performance.
• Implement one of the use-cases discussed by Chin et al. [1] in a real-world 

application.

Explicit non-goals of this thesis are:
• Full support for taint propagation in node.js.
• Full support for JavaScript’s meta-programming features.
• Find and/or fix issues in Graal.js.

The progress of the thesis should be discussed with the adviser on at least a monthly basis. 
The adviser should further be notified of the project’s progress on at least a bi-weekly basis. 
The final version of the written thesis should be submitted before September 30, 2022.
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